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Lab4 Report

CS2302 1:30PM – 2:50 PM

Description:

For this lab I had to manipulate a B-Tree (Balance Tree). I had to manipulate various things from the B-tree and turn them into functions, such as getting the height, getting its max and min elements a certain depth of the tree, printing the number of nodes and elements each node contains at a certain depth. Determining the number of full nodes, the tree has, meaning that if a node contains 5 elements then that node is full, and looking for specific elements in the B-Tree.

The way I was able to solve this lab was learning how to traverse a B-tree since the leaf nodes are so important because they determine your base cases. I was also able to solve the lab by 1) Since it’s a B-tree is a balanced then both the left and right branches have the same height. 2) Knowing that the left most element contains the lowest element in tree and rightmost element contains the highest element in tree. 3) Finally knowing that a full node contains exactly 5 elements.

**4.1 Compute Height**

Since we are working with a balance tree, we know that both left and right branches have the same height, so as long I can traverse a B-tree to compute one side’s height, I will always get the correct height. I also checked if the tree is empty by having the base case of, when we reach the leaf node, we will return 0. Since it is done recursively, each time I advance to the next level I add 1 until leaf node is reached.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:
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**4.2 Extract Items to list in sorted order**

Since we know that the leftmost node contains the smallest item and the rightmost element contains the greatest node, we first must visit left node and make our way to the right node. Since we are using recursion my base case is, when we reach our leaf node we will append all the elements in the node to our empty list, then make our way into its parent, append the first element then advance to the other leaf nodes. This process will be repeated until we reach our rightmost node.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:

![](data:image/png;base64,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)

**4.3 Get Min Element**

Since I know that the smallest element is in the leftmost node, then I will traverse the B-tree until I reach the tree’s leaf and extract the first element of the node. Since I am using recursion my base case is, when leaf node is reach, extract first element from list, otherwise traverse the list.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:
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**4.4 Get Max Element**

Since I know that the greatest element in the B-tree is always located in the rightmost node, then I will traverse the tree until I reach its leaf and extract the last element of the node. Since I am using recursion my base case is, when we reach the leaf node, take the last item of the list. Otherwise traverse the list to the right.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:

![](data:image/png;base64,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)

**4.5 Number of Nodes**

For this method we have to advance a certain level of the tree and get the number of nodes or list that level contains. If the depth is greater than the levels of the tree than we will return 0. We will traverse the tree until we reach our desired level. Since we are using recursion our base case must be when we reach our leaf node we will return 0, and if we reach our desired depth we will return 0. Otherwise we will traverse the tree for our left and right nodes.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:

![](data:image/png;base64,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)

Input:

T = []

Output:

![](data:image/png;base64,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)

**4.6 Items at depth**

This method will function the same way as getting the number of nodes at a certain depth. Traverse the B-Tre until we reach our desired depth, if our depth is negative or exceeds our B-trees levels than we will return None or print nothing. Since we are using recursion our base cases must be, when we reach our leaf node return None, if we reach our desired depth print the list. Otherwise we will traverse the B-tree until we reach one of our base cases. We also check if the B-tree is empty.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:
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**4.7 Full Nodes**

This method will check which node are full, meaning that a node contains 5 elements through out the entire tree. Since we are using recursion we will have some base cases such as, if B-tree is empty, if a node contains 5 elements, and if we reach our leaf nodes. Otherwise we will traverse the B-tree, left and right nodes. When we find a node that is full we will add 1 to our counter, once we are finish we will return that total number of full nodes we have.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:

![](data:image/png;base64,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)

Input:

T = []

Output:

![](data:image/png;base64,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)

**4.8 Leaf Nodes that are Full**

For this method we will check which leaf node is full, meaning if a leaf node has 5 elements. We will not check the other nodes. Since we are using recursion we will have some base cases such as, if B-tree is empty, if leaf is full, otherwise we will traverse the B-tree. Each time we find a leaf node we will add one to our count variable and return that variable once we have traverse the entire tree.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:
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**4.9 Finding elements at B-Tree**

Since we are looking for specific keys in our tree we will have to traverse the tree either left or right depending on the key or element we are looking for. For example, we are looking for the second greatest key we will check the node and depending on the amount of the items in the node we will traverse the tree. Since we are using recursion our base cases will consist of, if our B-tree is empty, and if our traversal process reaches the leaf. As we are traversing the tree we will check all the items in the current node, if we find our key we will return 0, otherwise we will traverse the B-tree.

Input:

T = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11, 3, 4, 5,105, 115, 200, 2, 45, 6]

Output:
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Input:

T = []

Output:

![](data:image/png;base64,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)

**Summary:**

For this lab I was able to learn more about B-trees or balance trees, the most important I learned of Trees was how to Traverse a B-tree. Traversing a B-tree is important because a B-tree is very different from other data structures, since most of the functions are very similar with the methods of Binary trees, I was able to translate most methods into this lab.

**Appendix:**

# Author: Rigoberto Quiroz

# Section: 1:30PM - 2:50 PM

# This program will create a B-Tree(Balance Tree), and will display the height

# of the tree. It will extract the elements in ascsending order into a native

# list. It will find the max in the min node at a given depth. It will also

# output the total number of nodes in the B-Tree, the Nodes that are full

# (5 elements). Print all the items at a given depth and finally and find a given

# and return the output

import time

class BTree(object):

# Constructor

def \_\_init\_\_(self,item=[],child=[],isLeaf=True,max\_items=5):

self.item = item

self.child = child

self.isLeaf = isLeaf

if max\_items <3: #max\_items must be odd and greater or equal to 3

max\_items = 3

if max\_items%2 == 0: #max\_items must be odd and greater or equal to 3

max\_items +=1

self.max\_items = max\_items

def FindChild(T,k):

# Determines value of c, such that k must be in subtree T.child[c], if k is in the BTree

for i in range(len(T.item)):

if k < T.item[i]:

return i

return len(T.item)

def InsertInternal(T,i):

# T cannot be Full

if T.isLeaf:

InsertLeaf(T,i)

else:

k = FindChild(T,i)

if IsFull(T.child[k]):

m, l, r = Split(T.child[k])

T.item.insert(k,m)

T.child[k] = l

T.child.insert(k+1,r)

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def Split(T):

#print('Splitting')

#PrintNode(T)

mid = T.max\_items//2

if T.isLeaf:

leftChild = BTree(T.item[:mid])

rightChild = BTree(T.item[mid+1:])

else:

leftChild = BTree(T.item[:mid],T.child[:mid+1],T.isLeaf)

rightChild = BTree(T.item[mid+1:],T.child[mid+1:],T.isLeaf)

return T.item[mid], leftChild, rightChild

def InsertLeaf(T,i):

T.item.append(i)

T.item.sort()

def IsFull(T):

return len(T.item) >= T.max\_items

def Insert(T,i):

if not IsFull(T):

InsertInternal(T,i)

else:

m, l, r = Split(T)

T.item =[m]

T.child = [l,r]

T.isLeaf = False

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def height(T):

if T.isLeaf:

return 0

return 1 + height(T.child[0])

def Search(T,k):

# Returns node where k is, or None if k is not in the tree

if k in T.item:

return T

if T.isLeaf:

return None

return Search(T.child[FindChild(T,k)],k)

def Print(T):

# Prints items in tree in ascending order

if T.isLeaf:

for t in T.item:

print(t,end=' ')

else:

for i in range(len(T.item)):

Print(T.child[i])

print(T.item[i],end=' ')

Print(T.child[len(T.item)])

def PrintD(T,space):

# Prints items and structure of B-tree

if T.isLeaf:

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

else:

PrintD(T.child[len(T.item)],space+' ')

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

PrintD(T.child[i],space+' ')

def SearchAndPrint(T,k):

node = Search(T,k)

if node is None:

print(k,'not found')

else:

print(k,'found',end=' ')

print('node contents:',node.item)

def extract(T,sL):

if T.isLeaf:

for i in range(len(T.item)):

# appends single elements into list

sL.append(T.item[i])

return

for i in range(len(T.item)):

extract(T.child[i],sL)

# appends the leftmost element then continues to the middle and so on

sL.append(T.item[i])

# goes to the right section of the tree

extract(T.child[len(T.item)],sL)

return sL

def minAtDepth(T,depth):

# BST is empty

if len(T.item) <= 0:

return None

# min element from the leftmost list

if depth == 0:

return T.item[0]

# if depth exceeds B-Tree depth

if T.isLeaf:

return None

# moves left to find the the min value

return minAtDepth(T.child[0],depth-1)

def maxAtDepth(T,depth):

#BST is empty

if len(T.item) <= 0:

return None

# max element found

if depth == 0:

return T.item[len(T.item)-1]

# depth exceeds B-Tree depth

if T.isLeaf:

return None

# moves right

return maxAtDepth(T.child[len(T.item)],depth-1)

def totalAtDepth(T, depth):

#BST is empty

if len(T.item) <= 0:

return None

# number of elements at depth

if depth == 0:

return 1

# if depth exceeds B-Tree depth

if T.isLeaf:

return 0

count = 0

# records left and right branches

for i in range(len(T.item)):

count += totalAtDepth(T.child[i],depth-1)

count += totalAtDepth(T.child[len(T.item)],depth-1)

return count

def itemsAtDepth(T,depth):

if len(T.item) <= 0:

return None

# prints elements at depth

if depth == 0:

print(T.item)

return

# if depth exceeds B-Tree depth

if T.isLeaf:

return None

# moves left and right

for i in range(len(T.item)):

itemsAtDepth(T.child[i],depth-1)

itemsAtDepth(T.child[len(T.item)],depth-1)

def fullNodes(T):

if len(T.item) <= 0:

return None

# if list is full we add 1

if len(T.item) == T.max\_items:

return 1

# reaching leaves

if T.isLeaf:

return 0

count = 0

# B-Tree traversal

for i in range(len(T.item)):

count += fullNodes(T.child[i])

count += fullNodes(T.child[len(T.item)])

return count

def fullLeafNodes(T):

if len(T.item) <= 0:

return None

# when we reach leafs we check which leaf list are full

if T.isLeaf:

if len(T.item) == T.max\_items:

return 1

else:

return 0

count = 0

# B-Tree traversal

for i in range(len(T.item)):

count += fullLeafNodes(T.child[i])

count += fullLeafNodes(T.child[len(T.item)])

return count

def keyAtDepth(T, key,h):

if len(T.item) <= 0:

return None

for i in range(len(T.item)):

# Key Found

if T.item[i] == key:

return 0

if T.item[i] > key:

return 1 + keyAtDepth(T.child[i],key,h)

# key not found in B-Tree

if T.isLeaf:

return -(h+1)

return 1 + keyAtDepth(T.child[len(T.item)],key,h)

L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6]

#L = []

T = BTree()

for i in L:

print('Inserting',i)

Insert(T,i)

PrintD(T,'')

#Print(T)

print('\n####################################')

TotalTimeStart = time.time()

print('B-Tree Information:')

#--------------------------------------------------------------

print('--------------------------------------------------------')

startTime = time.time()

print('Height of Tree: ',height(T))

endTime = time.time()

print('Height Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#--------------------------------------------------------------

h = height(T)

a = extract(T,[])

#-------------------------------------------------------------

startTime = time.time()

print('Extracted elements from list:', a)

endTime = time.time()

print('Extraction Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Min at depth: ',minAtDepth(T,2))

endTime = time.time()

print('Min Element Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Max at depth:', maxAtDepth(T,2))

endTime = time.time()

print('Max Element Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Number of nodes at depth:', totalAtDepth(T,2))

endTime = time.time()

print('Number of Nodes Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Items at depth: ')

itemsAtDepth(T,2)

endTime = time.time()

print('Elements at Depth Time:', endTime - startTime, 'seconds')

print()

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Nodes that are full:', fullNodes(T))

endTime = time.time()

print('Full Nodes Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

startTime = time.time()

print('Leave nodes that are full:', fullLeafNodes(T))

endTime = time.time()

print('Full leave Nodes Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

if a is None:

print('Tree is empty')

else:

startTime = time.time()

for i in range(len(a)):

print('Looking for ', a[i], end=' ')

print('Depth: ',keyAtDepth(T,a[i],h))

endTime = time.time()

print('Search Key Time:', endTime - startTime, 'seconds')

print('--------------------------------------------------------')

#-------------------------------------------------------------

TotalTimeEnd = time.time()

print('Total Program Time:', TotalTimeEnd - TotalTimeStart, 'seconds')